Let’s create a small example:

cd /tmp

mkdir nodeexample

cd nodeexample

npm init -y

Wrote to /private/tmp/nodeexample/package.json:

{

"name": "nodeexample",

"version": "1.0.0",

"main": "index.js",

"scripts": {

"test": "echo \"Error: no test specified\" && exit 1"

},

"keywords": [],

"author": "",

"license": "ISC",

"dependencies": {

"chalk": "^4.0.0"

},

"devDependencies": {},

"description": ""

}

touch whatever.js

npm install chalk

npm WARN nodeexample@1.0.0 No description

npm WARN nodeexample@1.0.0 No repository field.

+ chalk@4.0.0

updated 1 package and audited 7 packages in 6.686s

1 package is looking for funding

run `npm fund` for details

found 0 vulnerabilities

echo "const chalk = require('chalk');" >> whatever.js

echo "console.log(chalk.blue('Hello world'));" >> whatever.js

cat whatever.js

const chalk = require('chalk');

console.log(chalk.blue('Hello world'));

Now this can be run with Node:

node /tmp/nodeexample/whatever.js

Hello world

Here is our current file structure:

fs::dir\_tree("/tmp/nodeexample")

/tmp/nodeexample

├── node\_modules

│ ├── @types

│ │ └── color-name

│ │ ├── LICENSE

│ │ ├── README.md

│ │ ├── index.d.ts

│ │ └── package.json

│ ├── ansi-styles

│ │ ├── index.d.ts

│ │ ├── index.js

│ │ ├── license

│ │ ├── package.json

│ │ └── readme.md

│ ├── chalk

│ │ ├── index.d.ts

│ │ ├── license

│ │ ├── package.json

│ │ ├── readme.md

│ │ └── source

│ │ ├── index.js

│ │ ├── templates.js

│ │ └── util.js

│ ├── color-convert

│ │ ├── CHANGELOG.md

│ │ ├── LICENSE

│ │ ├── README.md

│ │ ├── conversions.js

│ │ ├── index.js

│ │ ├── package.json

│ │ └── route.js

│ ├── color-name

│ │ ├── LICENSE

│ │ ├── README.md

│ │ ├── index.js

│ │ └── package.json

│ ├── has-flag

│ │ ├── index.d.ts

│ │ ├── index.js

│ │ ├── license

│ │ ├── package.json

│ │ └── readme.md

│ └── supports-color

│ ├── browser.js

│ ├── index.js

│ ├── license

│ ├── package.json

│ └── readme.md

├── package-lock.json

├── package.json

└── whatever.js

As you can see, you have a node\_modules folder that contains all the  
modules, installed with your machine specific requirements.

Let’s now move this file to another folder (imagine it’s a git clone,  
or you’ve received a zip), where we won’t be sharing the node\_modules  
folder: the users will have to install it to their machine.

mkdir /tmp/nodeexample2

cp /tmp/nodeexample/package-lock.json /tmp/nodeexample2/package-lock.json

cp /tmp/nodeexample/package.json /tmp/nodeexample2/package.json

cp /tmp/nodeexample/whatever.js /tmp/nodeexample2/whatever.js

But if we try to run this script:

node /tmp/nodeexample2/whatever.js

node /tmp/nodeexample2/whatever.js

internal/modules/cjs/loader.js:979

throw err;

^

Error: Cannot find module 'chalk'

Require stack:

- /private/tmp/nodeexample2/whatever.js

at Function.Module.\_resolveFilename (internal/modules/cjs/loader.js:976:15)

at Function.Module.\_load (internal/modules/cjs/loader.js:859:27)

at Module.require (internal/modules/cjs/loader.js:1036:19)

at require (internal/modules/cjs/helpers.js:72:18)

at Object. (/private/tmp/nodeexample2/whatever.js:1:15)

at Module.\_compile (internal/modules/cjs/loader.js:1147:30)

at Object.Module.\_extensions..js (internal/modules/cjs/loader.js:1167:10)

at Module.load (internal/modules/cjs/loader.js:996:32)

at Function.Module.\_load (internal/modules/cjs/loader.js:896:14)

at Function.executeUserEntryPoint [as runMain] (internal/modules/run\_main.js:71:12) {

code: 'MODULE\_NOT\_FOUND',

requireStack: [ '/private/tmp/nodeexample2/whatever.js' ]

}

We have a “Module not found” error: that’s because we haven’t installed  
the dependencies yet. Let’s do that:

cd /tmp/nodeexample2 && npm install

npm WARN nodeexample@1.0.0 No description

npm WARN nodeexample@1.0.0 No repository field.

added 7 packages from 4 contributors and audited 7 packages in 2.132s

2 packages are looking for funding

run `npm fund` for details

found 0 vulnerabilities

fs::dir\_tree("/tmp/nodeexample2", recurse= 1)

/tmp/nodeexample2

├── node\_modules

│ ├── @types

│ ├── ansi-styles

│ ├── chalk

│ ├── color-convert

│ ├── color-name

│ ├── has-flag

│ └── supports-color

├── package-lock.json

├── package.json

└── whatever.js

cd /tmp/nodeexample2 && node whatever.js

Hello world

Tada ![🎉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAApVBMVEVHcEx3slXdLUN2sVV2slNckDp2sVSfr293slSufF2qjNh3sVSqjNipj9jfHz/9vFD/zUzRJTrgNUt1tVXeLkXcLUOpjNiZb8+gCibcLEKgBSGRZsz/zEyhAh3eL0WiFDOhAxzqWG3qWW53slXqWW7dLkSgBB6qjdj/zE1ckTuSZszfN03nUWbjRFmnCSOmS3/UKD6jI0ipgMe7GTGobKvMJTzsYmtAn8qQAAAAI3RSTlMAfujYUL/vELogyJqVOxDvvz2BMJ9faFD6y1vfUHqxz5rnz4Gqe8cAAARfSURBVFiFvZjZYtowEEW9Fa9A2MySAmnBhgQIgUL+/9MqjbbRRpOX3pfEYJ/MXM2MrATB/1S32BVV/qVb87Kz2XTK1P1ttaOqvsAZEQxVZ+T8uth9lRRvuGJnTFMG2snsfvb3+/5P+8ZkIxU6/1A+hexqwdmDbFJGs0oSml9sU9JuXXdrDOozUN+6lRJKHpjpUlrtpLr8sz2XBRIA+jMxOIXiFOJDH2gkAJltEoqnkAvhSy0VEWUsRSwZUFGrD71mx9zkkIAy/St3/fiWPw3D1AOCiIqi6tpPPVCJQPliOegFQS1T+w4qU6BlS7VeILddpPRpv3+yu0Gt2uS9ZZotJamw7g+CJ2r6k/VxLEHzVmq9mFaVarX0x+vrDxkDWz5rwsiCHNxbpHXOEoTcCIeQdJDJySVo1UjK+SpNgjheQSIGd2rQa/TuvGm4R7Ob2SEMJB5xm03LqEN/GTfNHx6P1SF6am6JMupFTfPBQBJzPS94DJrZbsW81YZNw0O6UMZ5drlcyMVCu9lTQfCV8DqioA8Z0fV8nsHFC77bU0FUIz4EJk0jQ+Je31qL5KkgKuH1HDiHI124C1/81iJ5ZiQV77QBC+i4PYBLENO1tUgPUuObyIoFtN1uWQlczrfbpbVIfrP56M9ZQISzPb63tl5cz1oWxVCMRCcK2p4cIKMKyGZlhhVCFfUikRjV/QGpW1dqh8FjL483cc6KkTjN9ccBmg2CtEa7CxPZ2J/f3p6nAhepxLw2rS0KBU3fQJw0kU4LWSQ0V5CK4JmBnhloriUGhuukC8IUVd1lqus0eOMCzgA7zfWBSTcFMfcCDbSyAtoeGkWS4ZzXYvHVUMGp5brTjNMo0pWPppmsATTmsNljK7ETmH/nJBYNzJRZD57GE1wtPxSjltiR9YuIiTh0FW23RCCzSYZmQIIjSDMx4mRI7gke0SlkGiRIVo0vDbOVJqbTiNPIfUXVtxmH1NxI7NTouhtFPvBwSDEe6PvTp4eDygDbbYsUI7wb9k2jcXrvGigPsywLjQ2AFiMb6J9eju7UMuUHD/1FmBTjiYEcRjvzW4zEcQGTSDEetio12yBcCe9s1XIBwu+dQ1rTn8LsRxxg3e9jUpAJcQjOQwgU4RLyGSQVDXv8uVGsH2AmuIT+xYkm/KmUxYNf8ue4Wb1Gg+ayEOVxURXAAAf0kDNWD7mOnSsU0AOjlTVUGcPgg3COnPZzpDVccHQ1ilEl5jV6bvUo2JyUpEtKnlwvOv6LM3a8UW2Q2LoNVWJOo3VrpEpMghSjhxzTGqk0RiBakxMZkMNozRpzsCZZZ5OVYca7ZOXnGNa4R30Ss5fPwdFjtG2Nfg4BwT9VmNtjwdENmjussXexRHVJ7jR65ZzsVmpitNEuGdoGRa6qobJ2MdYlMRytf5kcT9U4BRhe1r90o13WPAZlZCuhrCHmuK3xqyM8ohe/hdFea/wKRWHTi95v4HzHGqVSNQghDb9rDdKIjhG6an8BILyClJg3SnEAAAAASUVORK5CYII=)!

Ok, but how can we bundle this into an R package? Here is how it will  
work:

* On our machine, we will create the full, working script into the  
  inst/ folder of the package, and share everything but our  
  node\_modules folder
* After the users have installed our package on their machines, they  
  will have inside their package installation folder something that  
  will look like the version of our /tmp/nodeexample2 just after our  
  cp: script.js, package.json and package-lock.json (so no  
  node\_modules folder, hence no dependencies).
* Then, from R, they will run an installation wrapper, that will call  
  npm install inside the package installation folder, *i.e* inside  
  system.file(package = "mypak"). That will add all the required  
  node\_modules.
* Once the installation is completed, we will call the Node script  
  inside the working directory where we just installed everything.  
  This script will take command line arguments passed from R

**node-minify**

While I’m at it, let’s try to use something that I might use in the  
future: node-minify, a node library which can minify CSS, notably  
through the clean-css extension:  
<https://www.npmjs.com/package/@node-minify/clean-css>.

If you don’t know what the minification is and what it’s used for, it’s  
the process of removing every unnecessary characters from a file so that  
it’s lighter. Because you know, on the web every byte counts.

See <https://en.wikipedia.org/wiki/Minification_(programming)> for more  
info.

**Step 1, create the package**

I won’t expand on that, please refer to online documentation.

**Step 2, initiate npm infrastructure**

Once in the package, here is the script to initiate everything:

mkdir -p inst/node

cd inst/node

npm init -y

npm install @node-minify/core @node-minify/clean-css

touch app.js

This app.js will do one thing: take the path to an input and an output  
file, and then run the node-minify with these two arguments.

**Step 3, creating the NodeJS script**

Here is app.js:

const minify = require('@node-minify/core');

const cleanCSS = require('@node-minify/clean-css');

minify({

compressor: cleanCSS,

input: process.argv[2],

output: process.argv[3],

callback: (e, res) => {}

});

Let’s now create a dummy css file:

echo "body {" >> test.css

echo " color:white;" >> test.css

echo "}" >> test.css

And try to process it:

node app.js test.css test2.css

cat test2.css

body{color:#fff}

Nice, we now have a script in inst/ that can be run with Node! How to  
make it available in R?

**Step 4, building functions**

Let’s start by ignoring the node\_modules folder.

usethis::use\_build\_ignore("inst/node/node\_modules/")

Then, create a function that will install the Node app on the users’  
machines, *i.e* where the package is installed.

minifyr\_npm\_install <- function(

force = FALSE

){

# Prompt the users unless they bypass (we're installing stuff on their machine)

if (!force) {

ok <- yesno::yesno("This will install our app on your local library.

Are you ok with that? ")

} else {

ok <- TRUE

}

# If user is ok, run npm install in the node folder in the package folder

# We should also check that the infra is not already there

if (ok){

processx::run(

command = "npm",

args = c("install"),

wd = system.file("node", package = "minifyr")

)

}

}

Let’s now build a function to run the minifyer:

minifyr\_run <- function(

input,

output

){

# We're taking the absolute path as we will move to another folder to

# execute the Node Script

input <- fs::path\_abs(input)

output <- fs::path\_abs(output)

processx::run(

command = "node",

args = c(

"app.js",

input,

output

),

wd = system.file("node", package = "minifyr")

)

return(output)

}

And here it is!

And with some extra package infrastructure, we’ve got everything we need  
![🙂](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zEz6x0r/z0f/zE3/zU3/zUxmRQD/zE2AXA3OoTSziSdwTQXaqzqddhwc9eCHAAAADHRSTlMA38+vSoCP9iCfYL+hGL6kAAAB6UlEQVRYhe2Y25aDIAxFtVXwBoL+/78OCtRqEgezsuZp9mMKpyHBEKgqmm5QY20S9aiG7mYwSdN/NA7qvnmm0ikNVSJalfvVvCmVyLvMra6/l9noC7xqyUWdFtj+5s6rRGbjdetUU+ROcuomUm25zAa5vIIon+mFdAglhg6q9DA+GRCnhqdjzCV33YO8n9Hn/VS8DyEvgQBFWomFbXwtjpX5g88eYGcskzMH69hsp8nOcAZhf6cIwfHTDphB2U2MkrqatY8TvC6zG6N2IWB2U8KV2cNf4KG2eYIts5sYbpj76UOZ3cQdAM/BY4IusgdqLGccj0LeBhmhASafFeywAUZofJ5+Y0Yk1owNuUUb2hifSAAVevrR0kIM/oX+UgjZkBxq7BPhMGIfLQeFlREOA1bYOHRYqWVQEwe/9/iXGZi9R6w9cfKHWrGiHcqyooU2nv7IjHUvqPO1sM17sV3heI0f2eGHXJxXtyTcmks28seKaCK+yjMEKdipiUDamrQ4DGRhua3BGy1CCdM5WmS09Zs9lMF3xdH+482odvYsYx0+7qvTptrjxdl8llm3EINOtwiphl3uCiF2qZG7Zsld/OSuonKXY7nrutwDgtyTRiX2yFLJPftUYg9Ru1cyT2PRLZHHuuTXk+fDH3Rxz1jqeFQJAAAAAElFTkSuQmCC)

**Step 5, try on our machine**

Let’s run the built package on our machine:

# To do once

minifyr::minifyr\_npm\_install()

Then, if we have a look at our local package lib:

fs::dir\_tree(

system.file(

"node",

package = "minifyr"

),

recurse = FALSE

)

/Library/Frameworks/R.framework/Versions/3.6/Resources/library/minifyr/node

├── app.js

├── node\_modules

├── package-lock.json

└── package.json

Let’s try our function:

# Dummy CSS creation

echo "body {" > test.css

echo " color:white;" >> test.css

echo "}" >> test.css

cat test.css

body {

color:white;

}

minifyr::minifyr\_run(

"test.css",

"test2.css"

)

cat test2.css

body{color:#fff}

Tada ![🎉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAApVBMVEVHcEx3slXdLUN2sVV2slNckDp2sVSfr293slSufF2qjNh3sVSqjNipj9jfHz/9vFD/zUzRJTrgNUt1tVXeLkXcLUOpjNiZb8+gCibcLEKgBSGRZsz/zEyhAh3eL0WiFDOhAxzqWG3qWW53slXqWW7dLkSgBB6qjdj/zE1ckTuSZszfN03nUWbjRFmnCSOmS3/UKD6jI0ipgMe7GTGobKvMJTzsYmtAn8qQAAAAI3RSTlMAfujYUL/vELogyJqVOxDvvz2BMJ9faFD6y1vfUHqxz5rnz4Gqe8cAAARfSURBVFiFvZjZYtowEEW9Fa9A2MySAmnBhgQIgUL+/9MqjbbRRpOX3pfEYJ/MXM2MrATB/1S32BVV/qVb87Kz2XTK1P1ttaOqvsAZEQxVZ+T8uth9lRRvuGJnTFMG2snsfvb3+/5P+8ZkIxU6/1A+hexqwdmDbFJGs0oSml9sU9JuXXdrDOozUN+6lRJKHpjpUlrtpLr8sz2XBRIA+jMxOIXiFOJDH2gkAJltEoqnkAvhSy0VEWUsRSwZUFGrD71mx9zkkIAy/St3/fiWPw3D1AOCiIqi6tpPPVCJQPliOegFQS1T+w4qU6BlS7VeILddpPRpv3+yu0Gt2uS9ZZotJamw7g+CJ2r6k/VxLEHzVmq9mFaVarX0x+vrDxkDWz5rwsiCHNxbpHXOEoTcCIeQdJDJySVo1UjK+SpNgjheQSIGd2rQa/TuvGm4R7Ob2SEMJB5xm03LqEN/GTfNHx6P1SF6am6JMupFTfPBQBJzPS94DJrZbsW81YZNw0O6UMZ5drlcyMVCu9lTQfCV8DqioA8Z0fV8nsHFC77bU0FUIz4EJk0jQ+Je31qL5KkgKuH1HDiHI124C1/81iJ5ZiQV77QBC+i4PYBLENO1tUgPUuObyIoFtN1uWQlczrfbpbVIfrP56M9ZQISzPb63tl5cz1oWxVCMRCcK2p4cIKMKyGZlhhVCFfUikRjV/QGpW1dqh8FjL483cc6KkTjN9ccBmg2CtEa7CxPZ2J/f3p6nAhepxLw2rS0KBU3fQJw0kU4LWSQ0V5CK4JmBnhloriUGhuukC8IUVd1lqus0eOMCzgA7zfWBSTcFMfcCDbSyAtoeGkWS4ZzXYvHVUMGp5brTjNMo0pWPppmsATTmsNljK7ETmH/nJBYNzJRZD57GE1wtPxSjltiR9YuIiTh0FW23RCCzSYZmQIIjSDMx4mRI7gke0SlkGiRIVo0vDbOVJqbTiNPIfUXVtxmH1NxI7NTouhtFPvBwSDEe6PvTp4eDygDbbYsUI7wb9k2jcXrvGigPsywLjQ2AFiMb6J9eju7UMuUHD/1FmBTjiYEcRjvzW4zEcQGTSDEetio12yBcCe9s1XIBwu+dQ1rTn8LsRxxg3e9jUpAJcQjOQwgU4RLyGSQVDXv8uVGsH2AmuIT+xYkm/KmUxYNf8ue4Wb1Gg+ayEOVxURXAAAf0kDNWD7mOnSsU0AOjlTVUGcPgg3COnPZzpDVccHQ1ilEl5jV6bvUo2JyUpEtKnlwvOv6LM3a8UW2Q2LoNVWJOo3VrpEpMghSjhxzTGqk0RiBakxMZkMNozRpzsCZZZ5OVYca7ZOXnGNa4R30Ss5fPwdFjtG2Nfg4BwT9VmNtjwdENmjussXexRHVJ7jR65ZzsVmpitNEuGdoGRa6qobJ2MdYlMRytf5kcT9U4BRhe1r90o13WPAZlZCuhrCHmuK3xqyM8ohe/hdFea/wKRWHTi95v4HzHGqVSNQghDb9rDdKIjhG6an8BILyClJg3SnEAAAAASUVORK5CYII=)!

**Step 6, one last thing**

Of course, one cool thing would be to test that npm and Node are  
installed on the user’s machine. We can do that by running the version  
commands fornpm and node, and check if the results of system() are  
either 0 or 127, 127 meaning that the command failed to run.

node\_available <- function(){

test <- suppressWarnings(

system(

"npm -v",

ignore.stdout = TRUE,

ignore.stderr = TRUE

)

)

attempt::warn\_if(

test,

~ .x != 0,

"Error launching npm"

)

test <- suppressWarnings(

system(

"node -v",

ignore.stdout = TRUE,

ignore.stderr = TRUE

)

)

attempt::message\_if(

test,

~ .x != 0,

"Error launching Node"

)

}